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Abstract—The theoretical analysis of evolutionary algorithms
is believed to be very important for understanding their internal
search mechanism and thus to develop more efficient algorithms.
This paper presents a simple mathematical analysis of the ex-
plorative search behavior of a recently developed metaheuristic
algorithm called harmony search (HS). HS is a derivative-free real
parameter optimization algorithm, and it draws inspiration from
the musical improvisation process of searching for a perfect state
of harmony. This paper analyzes the evolution of the population-
variance over successive generations in HS and thereby draws
some important conclusions regarding the explorative power of
HS. A simple but very useful modification to the classical HS has
been proposed in light of the mathematical analysis undertaken
here. A comparison with the most recently published variants
of HS and four other state-of-the-art optimization algorithms
over 15 unconstrained and five constrained benchmark functions
reflects the efficiency of the modified HS in terms of final accuracy,
convergence speed, and robustness.

Index Terms—Explorative power, global optimization, har-
mony search (HS), particle swarm optimization (PSO), population
variance.

I. INTRODUCTION

IN THE recent past, with the computational cost having been
almost dramatically reduced, researchers all over the world

are attracted toward the nature-inspired metaheuristics [1]–[4]
on a regular basis to meet the demands of the complex,
real-world optimization problems. Following this tradition, in
2001, Geem et al. proposed harmony search (HS) [5]–[7], a
derivative-free metaheuristic algorithm, mimicking the impro-
visation process of music players. Since its inception, HS has
successfully been applied to a wide variety of practical opti-
mization problems like pipe-network design [8], structural op-
timization [9], the vehicle routing problem [10], the combined
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heat and power economic dispatch problem [11], the scheduling
of a multiple dam system [12], and so on. A significant amount
of research has already been undertaken to investigate the
application of HS in solving difficult engineering optimization
problems, as well as to improve the performance of HS by
tuning its parameters and/or blending it with other powerful
optimization techniques like particle swarm optimization (PSO)
[4]. However, to the best of our knowledge, no significant
research work has so far been reported in the context of the
mathematical analysis of the underlying search mechanisms of
HS. We believe that such an analysis may provide important
guidelines to the researchers regarding the selection of control
parameters for HS. It can also help us to understand the strong
and weak points of this new algorithm that, within a short span
of time, gained wide popularity among the researchers from
diverse domains of science and engineering.

The efficiency of most evolutionary algorithms (EAs) de-
pends on their extent of explorative and exploitative tendencies
during the course of search. Exploitation means the ability of
a search algorithm to use the information already collected
and thus to orient the search more toward the goal, while
exploration is the process that allows introduction of new infor-
mation into the population. Exploration helps the algorithm to
quickly search the new regions of a large search volume. Proper
balance between these two characteristics results into enhanced
performance [13]. Generally, EAs explore the search space by
the (genetic) search operators, while exploitation is done via
selection that promotes better individuals to the next generation.

In this paper, we focus on the evolution of the population
variance of HS and its influence on the explorative power of
the algorithm. We first find an analytical expression for the
expected population variance of HS, taking inspiration from
the works of Beyer [14], [15], who did a conceptually similar
analysis for evolution strategies (ESs)/evolutionary program-
ming (EP) [1]. We then draw a few important conclusions re-
garding the explorative power of HS by observing the change in
expected population variance over generations with and without
selection. Based on the analysis presented here, we propose a
simple modification of the classical HS. In the modified HS, a
control parameter known as the distance bandwidth (bw) has
been made proportional to the standard deviation of the current
population. This way, the proportionality constant provides us
an extra control over the population variance, as well as the
explorative power of HS over generations. Experimental results
on a testbed of 20 well-known numerical benchmarks and one
real-world optimization problem show that the modified HS can
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Fig. 1. Analogy between music improvisation and engineering optimization (figure adopted from [6]).

outperform the three most recently published variants of HS and
can provide better or at least comparable results with respect
to four powerful optimization algorithms of current interest, in
a statistically meaningful way. At this point, we would like
to mention that a preliminary version of Theorem 1 (to be
presented in Section IV) with very limited simulation results
appeared as a conference article in [16]. However, the present
version has considerably been enhanced and differs in many
respects from [16].

The rest of this paper is organized in the following way.
Section II outlines the classical HS in a comprehensive style.
Section III provides a brief survey on the present state-of-the-
art research on HS and its applications. Section IV presents
the main theoretical results and the corresponding improvement
scheme for HS. Experimental settings and simulation strategies
for comparing the modified HS with other population-based
optimization algorithms are explained in Section V. Section VI
presents and discusses the results of the comparative study.
Finally, Section VII concludes the paper and unfolds a few
important future research issues.

II. HS METAHEURISTIC ALGORITHM—AN OVERVIEW

HS was devised as a new metaheuristic algorithm, taking
inspiration from the music improvisation process, where mu-
sicians improvise their instruments’ pitches searching for a
perfect state of harmony. Although the estimation of a har-
mony is aesthetic and subjective, on the other hand, there are
several theorists who have provided the standard of harmony
estimation: Greek philosopher and mathematician Pythagoras
(582–497BC) worked out the frequency ratios (or string length
ratios with equal tension) and found that they had a partic-
ular mathematical relationship, after researching what notes
sounded pleasant together. French composer Jean-Philippe
Rameau (1683–1764) established the classical harmony theo-
ries in the book “Treatise on Harmony,” which still form the
basis of the modern study of tonal harmony [17].

The analogy between music improvisation and engineer-
ing optimization is illustrated in Fig. 1. Each music player
(saxophonist, double bassist, and guitarist) can correspond
to each decision variable (x1, x2, x3) and the range of each
music instrument (saxophone = {Do, Re, Mi}; double bass =

{Mi, Fa, Sol}; and guitar = {Sol, La, Si}) corresponds to
the range of each variable value (x1 = {100, 200, 300}; x2 =
{300, 400, 500}; and x3 = {500, 600, 700}). If the saxophonist
toots the note Re, the double bassist plucks Mi, and the guitarist
plucks Si, their notes together make a new harmony (Re, Mi,
Si). If the new harmony is better than the existing harmony,
it is kept. Likewise, the new solution vector (200, 300, and
700 mm) is kept if it is better than the existing harmony in
terms of the objective function value. The harmony quality is
improved by practice after practice.

Similarly, in engineering optimization, each decision vari-
able initially chooses any value within the possible range,
together making one solution vector. If all the values of decision
variables make a good solution, that experience is stored in each
variable’s memory, and the possibility of making a good solu-
tion is also increased next time. When a musician improvises
one pitch, he (or she) has to follow any one of three rules:
1) playing any one pitch from his (or her) memory; 2) playing
an adjacent pitch of one pitch from his (or her) memory; and
3) playing a totally random pitch from the possible range of
pitches. Similarly, when each decision variable chooses one
value in the HS algorithm, it follows any one of three rules:
1) choosing any one value from the harmony memory (HM),
which is defined as memory considerations; 2) choosing an
adjacent value of one value from the HM, which is defined as
pitch adjustments; and 3) choosing a totally random value from
the possible range of values, which is defined as randomization.
According to the above algorithm concept, the HS metaheuris-
tic algorithm consists of the following five steps [5], [6]:

Step 1) Initialization of the optimization problem and
algorithm parameters: In the first step, the opti-
mization problem is specified as follows:

Minimize (or Maximize) f(�x)

subjected to xi ∈ Xi, i = 1, 2, . . . , N. (1)

where f(.) is a scalar objective function to be opti-
mized; �x is a solution vector composed of decision
variables xi;Xi is the set of possible range of values
for each decision variable xi (continuous decision
variable), that is, Lxi ≤ Xi ≤ Uxi, where Lxi and
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Uxi are the lower and upper bounds for each deci-
sion variable, respectively, and N is the number of
decision variables. In addition, the control parame-
ters of HS are also specified in this step. These pa-
rameters are the HM size (HMS) i.e., the number of
solution vectors (population members) in the HM (in
each generation); the HM considering rate (HMCR);
the pitch-adjusting rate (PAR); and the number of
improvisations (NI) or stopping criterion.

Step 2) HM initialization: In this step, each component
of each vector in the parental population (HM),
which is of size HMS, is initialized with a uniformly
distributed random number between the upper and
lower bounds [Lxi, Uxi], where 1 ≤ i ≤ N . This is
done for the ith component of the jth solution vector
using the following equation:

xj
i = Lxi + rand(0, 1) · (Uxi − Lxi) (2)

where j = 1, 2, 3 . . . ,HMS, and rand(0, 1) is a uni-
formly distributed random number between 0 and 1,
and it is instantiated anew for each component of
each vector.

Step 3) New harmony improvisation: In this step, a
new harmony vector �x′ = (x′1, x

′
2, x

′
3, x

′
4, . . . , x

′
N )

is generated based on three rules: 1) memory con-
sideration; 2) pitch adjustment; and 3) random se-
lection. Generating a new harmony is called ‘impro-
visation.’ In the memory consideration, the value of
the first decision variable x′1 for the new vector is
chosen from any of the values already existing in
the current HM, i.e., from the set {x1

1, . . . , x
HMS
1 },

with a probability HMCR. The values of the other
decision variables x′2, x

′
3, x

′
4, . . . , x

′
N are also cho-

sen in the same manner. The HMCR, which varies
between 0 and 1, is the rate of choosing one value
from the previous values stored in the HM, while
(1− HMCR) is the rate of randomly selecting a
fresh value from the possible range of values, i.e.,

x′i ←

⎧⎪⎪⎨
⎪⎪⎩
xi ∈ {x1

i , x
2
i , x

3
i , . . . , x

HMS
i }

with probability HMCR
xi ∈ Xi

with probability (1− HMCR).

(3)

For example, an HMCR = 0.80 indicates that the
HS algorithm will choose the decision variable value
from historically stored values in the HM with an
80% probability or from the entire possible range
with a 20% probability. Every component obtained
by the memory consideration is further examined to
determine whether it should be pitch adjusted. This
operation uses the parameter PAR (which is the rate
of pitch adjustment) as follows:

Pitch-Adjusting Decision for

x′i =
{
x′i ± rand(0, 1) · bw with probability PAR
x′i with probability (1− PAR) (4)

where bw is an arbitrary distance bandwidth (a scalar
number), and rand() is a uniformly distributed ran-

dom number between 0 and 1. Evidently, step 3)
is responsible for generating new potential variation
in the algorithm and is comparable to mutation in
standard EAs.

Step 4) HM update: If the new harmony vector �x′ =
(x′1, x

′
2, x

′
3, x

′
4, . . . , x

′
N ) is better than the worst har-

mony in the HM, judged in terms of the objective
function value, the new harmony is included in the
HM, and the existing worst harmony is excluded
from the HM. This is actually the selection step of
the algorithm where the objective function value is
evaluated to determine if the new variation should be
included in the population (HM).

Step 5) Check stopping criterion: If the stopping criterion
(maximum NI) is satisfied, the computation is termi-
nated. Otherwise, steps 3) and 4) are repeated.

III. RELATED WORKS

HS was first proposed in 2001 by Geem et al. [5] (primarily
for discrete search variables), and the authors demonstrated the
superior performance of the algorithm by comparing it with a
standard genetic algorithm (GA), an EP, and the generalized
reduced gradient algorithm on the traveling salesperson prob-
lem, a 2-D constrained benchmark function, and a least-cost
pipe network design problem. HS was subsequently extended
by Lee and Geem to tackle continuous engineering optimiza-
tion problems [6], [18]. Lee and Geem [6] reported superior
performance of the algorithm in comparison to the state-of-the-
art GA-based approaches proposed by Deb [19], Fogel [20],
and Coello Coello et al. [21] on several constrained engineering
optimization problems in two dimensions.

Geem added a new operation called ensemble consideration
to the original HS algorithm structure in [22]. The new opera-
tion considers the relationship among decision variables, and
the value of each decision variable can be determined from
the strong relationship with other variables. In [23], Geem pro-
posed a new stochastic derivative for discrete variables based
on the HS algorithm.

Mahdavi et al. proposed an improved HS algorithm (IHS)
[24] that employs a novel method generating new solution vec-
tors with enhanced accuracy and convergence speed. The orig-
inal HS keeps two of its control parameters PAR and bw fixed
over generations. In IHS, both the parameters are dynamically
changed with generations; more specifically, PAR is linearly
increased, while bw is exponentially decreased between the
predefined minimum and maximum values. IHS was found to
outperform the classical HS over several benchmark problems.
Omran and Mahdavi tried to improve the performance of HS
by incorporating some ideas borrowed from the g_best PSO
[4] into the algorithm. The new approach, called Global-best
HS (GHS) [25], modifies the pitch-adjustment step of the HS
such that the new harmony can mimic the best harmony in the
HM, thus replacing the bw parameter altogether and adding
a social dimension to HS. More recently, based on concepts
that the better harmony vector should enjoy higher selection
probability and that several new harmonies are generated in
every iteration, Cheng et al. [26] developed another improved
HS algorithm, called modified HS (MHS), which was found to
be more efficient than the basic HS algorithm for slope stability
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analysis. Some of the very interesting applications of HS can be
found in [27]–[36].

IV. ANALYTICAL TREATMENT

A. Computation of the Expected Population Variance

The explorative power of an EA expresses its capability
to explore the search space. The evolution of the expected
population variance over generations provides a measure of
the explorative power of the algorithm. In the original HS
algorithm, we do not have to deal with any population of vectors
in step 3) (new harmony improvisation). Instead, a single new
harmony vector is created in this step. However, for the sake of
analysis, here, we assume that a population of vectors is created
in its variation step (step 3), i.e., the step that is responsible for
exploring new variations in the search space. After the selection
step (step 4) of HS, the population variance may increase or
decrease. To avoid any premature convergence or stagnation
in the successive generations and to ensure that most of the
regions in the search space have been explored, the variation
operators must adjust the population variance such that it has
a reasonable value from one generation to another. Thus, if the
selection step decreases the population variance, the variation
operators must necessarily increase it so as to achieve a proper
balance between exploration and exploitation. For the sake
of the analysis of the explorative power of an EA, we keep aside
the selection steps involved in the algorithm and only consider
the variation steps. Now, if we can show that the population
variance over generations is increasing by applying only the
variation operators, it can be inferred that the algorithm has
good explorative power.

Thus, in step 3), i.e., the new harmony improvisation process,
we consider a population of new harmonies instead of a sin-
gle harmony. This is done for the sake of the analysis of
the evolution of population variance. This new population is
referred to as Y = [�Y 1, �Y 2, . . . , �Y HMS], where each vector �Y i

is generated following the rules described in step 3).
Since, in HS, the perturbations are made independently for

each decision variable, we can say that it will not be a loss of
generality if we conduct our analysis for single-dimensional
vectors, i.e., scalars. To do this, we will consider an initial
population of scalar variables x = {x1, x2, x3, . . . , xm} with
elements (x1 ∈ �), where we have taken HMS = m. The vari-
ance of the population x is given by

V ar(x) =
1
m

m∑
l=1

(xl − x)2 = x2 − x2

where x=population mean and x2 =quadratic population
mean. If the elements of the population are perturbed with
some random numbers, V ar(x) will be a random variable, and
E(V ar(x)) will be a measure of the explorative power. The
main analytical result in this context is expressed in the form of
the following theorem.

Theorem 1: Let x = {x1, x2, x3, . . . , xm} be the current
population of HS and Y = {Y1, Y2, . . . , Ym} be the intermedi-
ate population obtained after the new harmony improvisation
step. If HMCR is the HM consideration probability, PAR is
the pitch-adjustment probability, bw is the arbitrary distance
bandwidth, and we consider the allowable range for the decision

variables (xi) to be {xmin, xmax}, where xmax = a and xmin =
−a with a ∈ �, then

E (V ar(Y )) =
(m− 1)
m

·
[

HMCR · V ar(x) + HMCR

· (1− HMCR) · x2 +
1
3
· HMCR

· PAR · bw2 +
a2

3
· (1− HMCR)

]
. (5)

Proof: Here, x = {x1, x2, x3, . . . , xm} is the current
scalar population. Therefore, the population mean is x =
(1/m)

∑m
l=1 xl, and the quadratic population mean is x2 =

(1/m)
∑m

l=1 x
2
l . Y = {Y1, Y2, . . . , Ym} is the intermediate

population of scalars obtained after the new harmony improvi-
sation step. Each element Yl of the population Y is obtained as

Yl ←

⎧⎪⎪⎪⎪⎪⎨
⎪⎪⎪⎪⎪⎩

xr, with probability HMCR · (1− PAR)
xr + bw
·rand, with probability 0.5 · HMCR · PAR

xr − bw
·rand, with probability 0.5 · HMCR · PAR

xnew, with probability (1− HMCR)

where r is a uniformly chosen random number from the set
{1, 2, . . . ,m}, xnew is a new random value in the allowable
range {xmin, xmax} or {−a, a}, and rand is a uniformly
chosen random number between 0 and 1. Since the index
r is a uniformly distributed random variable with values in
{1, 2 . . . ,m}, the probability pk = P (r = k) = (1/m), where
k is a number within the set. Thus, xr is a random variable, and

E(xr) =
m∑

k=1

pk · xk =
m∑

k=1

P (r = k) · xk =
1
m
·

m∑
k=1

xk = x

(6)
with

E
(
x2

r

)
=

m∑
k=1

pk · x2
k =

m∑
k=1

P (r = k) · x2
k =

1
m
·

m∑
k=1

x2
k =x2.

(7)

We now compute E(Yl) and E(Y 2
l ) by using the following

lemma, the proof of which can be found in [37]. �
Lemma 1 [37]: Let Z1, Z2, . . . , Zk be the bounded random

variables that are independent with respect to any discrete
random variable V having the distribution P (V = vj) = pj ,
j = 1, 2, . . . , k, pj ∈ [0, 1],

∑k
j=1 pj = 1. Then, the random

variable

Z =

⎧⎪⎪⎨
⎪⎪⎩
Z1, with probability p1

Z2, with probability p2
...
Zk, with probability pk

has the mean

M(Z) =
k∑

p=1

pj .M(Zj). (8)
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Fig. 2. Continuous uniform probability distribution.

Using the above lemma, we get the following expressions for
E(Yl) and E(Y 2

l ):

E(Yl)= HMCR · (1− PAR) · E(xr) + 0.5 · HMCR
· PAR · E(xr + bw · rand) + 0.5 · HMCR · PAR
· E(xr − bw · rand)+(1− HMCR)·E(xnew) (9)

E
(
Y 2

l

)
= HMCR · (1− PAR) · E(x2

r) + 0.5 · HMCR

· PAR · E(xr + bw · rand)2 + 0.5 · HMCR
· PAR · E(xr − bw · rand)2 + (1− HMCR)
· E (

x2
new

)
. (10)

Therefore, now, we need to find out E(xnew) and E(x2
new).

xnew is taken from the search range in the following way:

xnew = xmin + rand(0, 1) · (xmax − xmin)

where rand(0, 1) denotes the uniformly distributed random
number lying between 0 and 1. Furthermore, we consider
xmin = −a, xmax = a, and rand(0, 1) = R. Therefore, now

xnew = − a+ 2 · a ·R (11)

x2
new = a2 + 4 · a2 ·R2 − 4 · a2 ·R. (12)

The probability distribution of the random numbers is as-
sumed to obey a continuous uniform probability density func-
tion, which is shown in Fig. 2. ψ(z) is the continuous uniform
probability distribution function. In this case, p = 0, q = 1,
and z = R. Thus, E(xnew) = −a+ 2 · a · E(R) [from (11)].
Therefore, E(R) is computed as follows:

E(R) =

1∫
0

R · ψ(R) · dR =

1∫
0

R · dR =
[
R2

2

]1

0

=
1
2
. (13)

Therefore

E(xnew) = −a+ 2 · E(R) · a = −a+ 2a · (1/2)− a+a=0.
(14)

Furthermore, E(xnew) = −a+ 2 · E(R) · a = −a+ 2a ·
(1/2)− a+ a = 0 [from (12)], and

E(R2) =

1∫
0

R2ψ(R)dR =

1∫
0

R2dR =
[
R3

3

]1

0

=
1
3
. (15)

Therefore

E
(
x2

new

)
= a2 − 4a2 · 1

2
+ 4a2 · 1

3
=
a2

3
. (16)

Thus, from (9), we get

E(Yl) = HMCR · x (17)

and from (10), we get

E
(
Y 2

l

)
= HMCR · x2 + (1− HMCR)

·a
2

3
+ HMCR · PAR · bw

2

3
. (18)

We know that E(V ar(Y )) = E(Y 2)− E(Y
2
); hence, we

shall have to separately computeE(Y 2) andE(Y
2
). The mean-

square value of the population is given by

Y 2 =
1
m

m∑
k=1

Y 2
k .

Therefore

E(Y 2) =
1
m

m∑
k=1

E
(
Y 2

k

)

=
1
m
·

m∑
k=1

[
HMCR · x2 + (1− HMCR)

· a
2

3
+ HMCR · PAR · bw

2

3

]

[by (18)]

= HMCR · x2 + (1− HMCR)

· a
2

3
+ HMCR · PAR · bw

2

3
. (19)

Now, we need to determine E(Y
2
). We know that the popu-

lation mean is given as Y = (1/m)
∑m

k=1 Yk We have

Y
2

=

{
1
m

m∑
k=1

Yk

}2

=
1
m2

⎡
⎣ m∑

k=1

Y 2
k +

∑
k �=l

Yk · Yl

⎤
⎦ .

Furthermore

E(Y
2
) =E

{
1
m

m∑
k=1

Yk

}2

=
1
m2

E

⎡
⎣ m∑

k=1

Y 2
k +

∑
k �=l

Yk · Yl

⎤
⎦

=
1
m
E

[
1
m

m∑
k=1

Y 2
k

]
+

1
m2

E

⎡
⎣∑

k �=l

Yk · Yl

⎤
⎦

=
1
m
· E[Y 2] +

1
m2
·
∑
k �=l

E(Yk) · E(Yl)
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[as Yk and Yl are independent random variables E(Yk · Yl) =
E(Yk) · E(Yl)]

⇒ E(Y
2
) =

1
m
· E(Y 2) +

1
m2
·m · (m− 1) · [E(Yk)]2

[since E(Yk) = E(Yl)]

⇒ E(Y
2
) =

1
m
· E(Y 2) +

1
m
· (m− 1) · [E(Yk)]2 .

Therefore

E (V ar(Y )) =E(Y 2)− E(Y
2
)

=
(

1− 1
m

)
· E(Y 2) +

(m− 1)
m

· [E(Yk)]2

=
(m− 1)
m

·
[
E(Y 2)− {E(Yk)}2

]
. (20)

Putting values from (17) and (19) in (20), we get

E (V ar(Y )) =
(m− 1)
m

·
[

HMCR · x2 + (1− HMCR)

· a
2

3
+ HMCR · PAR · bw

2

3

]

− (m− 1)
m

· [HMCR · x]2.
Simplifying further, we have

E (V ar(Y ))

=
m−1
m
·
[

HMCR·V ar(x)+HMCR·(1−HMCR)·x2

+
1
3
·HMCR·PAR·bw2+

a2

3
·(1−HMCR)

]

and the theorem is proved.
Lemma 1.1: If HMCR is chosen to be very high (i.e., very

near to 1) and the distance bandwidth parameter (bw) is chosen
to be proportional to the standard deviation of the current
population (i.e., bw ∝ σ(x) =

√
V ar(x)), then the expected

population variance (without fitness-based selection) can expo-
nentially grow over generations.

Proof: The expected variance of the intermediate Y pop-
ulation (obtained after the improvisation process) is given by
Theorem 1 in (5). Now, in (5), if we make HMCR ≈ 1, then
the terms containing x, x2, and a have very less contribution to
the overall expected population variance. Hence, if we choose
bw = σ(x) = k ·√V ar(x) (i.e., the standard deviation of the
current population), the expression becomes

E (V ar(Y )) ≈ (m− 1)
m

·
[

HMCR · V ar(x) +
1
3
· HMCR · PAR · bw2

]

[neglecting the terms containing (1− HMCR) as it becomes
insignificantly small for HMCR→ 1]

⇒ E (V ar(Y )) =
(m− 1)
m

·
[

HMCR +
1
3
· k2 · HMCR · PAR

]
· V ar(x). (21)

From (19), it is evident that if we do not include selection in
the algorithm, then the expected variance of the gth population
(xg) becomes

E (V ar(xg)) =
{

(m− 1)
m

· HMCR

·
[
1 +

1
3
· k2 · PAR

]g}
· V ar(x0) (22)

where x0 is the initial population at generation g = 0. In (22),
if we choose the values of the parameters HMCR, PAR, and k
in such a way that the term within the second brackets becomes
grater than unity, then we can expect an exponential growth of
population variance. This growth of expected population vari-
ance over generations gives the algorithm a strong explorative
power, which is essential for an EA. This completes the proof of
Lemma 1.1. Now, consider the following numerical example.

Example 1: If m = 10, HMCR = 1.00, k = 1.17, and
PAR = 0.67, we have{

(m− 1)
m

· HMCR ·
(

1 +
1
3
· k2 · PAR

)}
= 1.175167

and just after 100 generations, the factor{
(m− 1)
m

· HMCR ·
(

1 +
1
3
· k2 · PAR

)}100

= 1.0216× 107

which implies a very large population variance as per (22).

B. EHS

Note that taking bw ∝ σ(x)⇒ bw = k ·√V ar(x) provides
us an additional control over the explorative power of HS
through the proportionality constant k. It is evident from (22)
that, by choosing a suitable value of k, for a given set of values
of HMCR and PAR, we can make the population variance
of HS exponentially vary over generations without selection.
Selection in an EA generally promotes exploitation and helps
the solutions to converge to a specific point of the search space.
The new scheme of tuning bw (by making it proportional to the
current population variance) provides HS with high explorative
power that, together with the exploitative behavior due to selec-
tion, can yield very good results on a wide variety of objective
functions. From this point onward, this new variant of HS will
be called explorative HS (EHS). Note that according to [11],
the expected population variance for an ES without fitness-
based selection and with a mutation based on the addition
of a random vector (having mutually independent normally
distributed components with zero mean and variance σ2) and
dominant recombination (global discrete recombination) is

E (V ar(xg))=
(

1− 1
m

)g

· V ar(x0)+m ·
[
1−

(
1− 1

m

)g]
·σ2

(23)

where m is the population size (analogous to HMS in HS). For
a large m, (23) reduces to

E (V ar(xg)) ≈ V ar(x0) + g · σ2. (24)

Since, in (24), ((m− 1)/m) · [HMCR + (1/3) · k2 ·
HMCR · PAR] can be greater than 1 depending on the value
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Fig. 3. Evolution of the expected population variance after HM improvisation process. (a) For actual HS. (b) As obtained from (5).

of k and this is more obvious for a large m as (m− 1)/m
tends to 1, then it follows that the expected population variance
(after applying the new HM improvisation) in the case of
EHS can be greater than that in the case of the classical ES
algorithm analyzed in [14], as the former may exponentially
grow. Thus, the EHS algorithm has an explorative power
greater than that of some of the classical ES algorithms. Note
that the assumption |Lxi| = |Uxi| was taken while proving
Theorem 1 only to simplify the mathematical derivations and
the closed-form expression for the evolution of the population
variance. However, even if the absolute values of the lower and
upper bound do not match, the basic assumptions derived on
the nature of the evolution of the population variance remains
valid, and EHS with the suggested adaptation rule for the
bandwidth parameter performs much better as compared to the
state-of-the-art HS variants. This is supported in Section VI
by the results on constrained benchmarks f16 and f17. In what
follows, we shall extensively compare the performance of
EHS with other state-of-the-art variants of HS, as well as with
a few prominent swarm algorithms and EAs. The effect of
varying the parameter k on the performance of EHS will also
be investigated in Section VI-C.

C. Experimental Validation of Theorem 1 and Lemma 1.1

This section presents some computer simulation results to
validate the results obtained in the previous sections. In Fig. 3,
we compare the expected population variance plot and the
theoretical variance plot [obtained from (5)] over generations
for the classical HS. The expected population variance has been
calculated by averaging the sample variance for all components
and for 100 independent runs. In all the runs, the values of
the parameters are chosen as follows: PAR = 0.5, HMS = 10,
and bw = 0.01. The different curves in the plot are obtained
for different values of the parameter HMCR. Note that for the
plots shown in Fig. 3, the above parameter setting is not in
accordance with Lemma 1.1. Therefore, instead of an exponen-
tial growth, the population variance gets saturated after a few
generations. Fig. 3(a) and (b) shows the actual variance and the
theoretical variance plots, respectively. Close correspondence
of these two plots indicates the correctness of the expression
(5) obtained through Theorem 1 in modeling the population
variance of HS.

Fig. 4. Evolution of the expected population variance without selection and
after choosing the parameter values in accordance with Lemma 1.1.

To justify the claim made in Lemma 1.1, the parameters
HMCR, PAR, and k are chosen in such a way that the
value of the expression {((m− 1)/m) · HMCR · (1 + (1/3) ·
k2 · PAR)} becomes greater than unity. Here, the value of PAR
is kept constant at 0.5. The parameter HMCR is changed to
meet the above criterion. While doing so, it is to be considered
that the value of HMCR should be chosen to be very close
to unity so that the dependence of the population variance
on the population mean (x) becomes negligible. HMS = m
is chosen to be 10 (which is the usual choice in HS com-
munity). Under these circumstances, the value of HMCR is
conveniently chosen at 0.99, and k is kept at 1.17 and 1.20 (in
this range, k gives very good results on benchmark functions,
as discussed later in Section VI-C). The resultant evolution
of population variance exhibited by HS is shown in Fig. 4.
Fig. 5 shows an exponential growth of the expected population
variance over generations. This supports the assertion made in
Lemma 1.1. This exponential growth of population variance
gives the algorithm a strong explorative power, which is essen-
tial for an EA.

Fig. 5(a) and (b) shows the evolution of the population
variance over generations when selection is taken into account
for two functions from our test suite provided in Table I,
namely, the unimodal sphere model (f1) and the multimodal
generalized Rastrigin’s function (f5), in 15 dimensions, where
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Fig. 5. Evolution of the expected population variance after HM improvisation process for the classical HS and EHS with selection. (a) Sphere model (f1).
(b) Generalized Rastrigin’s function (f5).

the search range for all the variables were kept in [−100, 100]
for both the functions. We omit plots for rest of the functions for
the sake of space economy and also considering the fact that the
omitted plots show a more or less similar trend.

Note that, in HS-type selection, the new solution replaces
the worst solution of the current generation provided that the
fitness of the former is better. The selection process tends to
remove the worse solutions that are far apart from the optima
from the population and thereby promotes exploitation. The
graphs indicate that, in EHS, the selection provides a good
tradeoff to the high explorative power, which prevails during
the earlier stages of the search. The population variance shows
a steady fall toward zero, whence the solutions in the population
converge to a small basin around the optima for EHS. However,
for the classical HS, we see that the initial variance of the
population is small (indicating a poor explorative power) and
also the population variance shows fluctuating behavior over
generations, a feature indicative of a poor tradeoff between
exploration and exploitation.

V. EXPERIMENTAL SETUP FOR

NUMERICAL BENCHMARKS

A. Unconstrained Benchmark Functions

We have used a testbed of 15 well-known unconstrained
benchmark functions [38]–[40] to evaluate the performance of
the EHS algorithm. The unconstrained benchmarks are briefly
described in Table I. Note that the rotated and shifted functions
are particularly challenging for many existing optimization
algorithms. In case of rotations, when one dimension in the
original vector �x is changed, all dimensions of the rotated vector
will be affected. Hence, the rotated function cannot be solved by
just N 1-D searches. The composition functions are character-
ized by nonseparable search variables, rotated coordinates, and
strong multimodality due to a huge number of local optima.
They blend together the characteristics of different standard
benchmarks.

B. Constrained Benchmark Functions

The functions f16–f20, listed below, are examples of GA-
hard constrained optimization problems, extensively studied in
[21] and [42]–[45], and in this paper, we have transformed
them into an unconstrained one by adding a penalty term in
the following way:

ψi(�x) = fi(�x) +Ai ·
Ci∑

j=1

max {0, gj(�x)} (25)

where i = 16, . . . , 20, Ci is the number of constraints with the
ith benchnark, and Ai is the static penalty coefficient for the ith
constrained benchmark problem.

The function f20 includes an equality constraint, which has
been converted into an inequality constraint by using |h(�x)−
δ| ≤ 0 using the degree of violation δ = 10−4. The values of
the static penalty coefficients are given as follows [46]: A16 =
0.5, A17 = 104, A18 = 1000, A19 = 500, and A20 = 10. The
following constrained optimization functions were considered
in this paper.

1) f16(�x)=5.
∑4

i=1 xi − 5.
∑4

i=1 x
2
i −

∑13
i=5 xi, subject

to g1(�x) = 2x1 + 2x2 + x10 + x11 − 10 ≤ 0, g2(�x) =
2x1 + 2x3 + x10 + x12 − 10 ≤ 0, g3(�x) = 2x1 +
2x3 + x11 + x12 − 10 ≤ 0, g4(�x) = −8x1 + x10 ≤ 0,
g5(�x) = −8x2 + x11 ≤ 0, g6(�x) = −8x3 + x12 ≤ 0,
g7(x) = −2x4 − x5 + x10 ≤ 0, g8(�x) = −2x6 − x7 +
x11 ≤ 0, and g9(�x) = −2x8 − x9 + x12 ≤ 0, where the
bounds are 0 ≤ xi ≤ 1(i = 1, . . . , 9), 0 ≤ xi ≤ 100(i =
10, 11, 12), and 0 ≤ x13 ≤ 1. The global minimum value
is −15 at �x = (1, 1, 1, 1, 1, 1, 1, 1, 1, 3, 3, 3, 1).

2) f17(�x) = (x1 + x2 + x3), subject to g1(�x) = −1 +
0.0025(x4 + x6) ≤ 0, g2(�x) = −1 + 0.0025(x5 +
x7 − x4) ≤ 0, g3(�x) = −1 + 0.01(x8 − x5) ≤ 0, g4
(�x) = −x1x6 + 833.3252x4 + 100x1 − 83 333.33 ≤ 0,
g5(�x) = −x2x7 + 1250x5 + x2x4 − 1250x4 ≤ 0, and
g6(�x)=−x3x8+1250 000+x3x5 − 2500x5 ≤ 0, where
100 ≤ x1 ≤ 10 000, 1000 ≤ xi ≤ 10 000(i = 2, 3), and
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TABLE I
UNCONSTRAINED BENCHMARK FUNCTIONS [38], [39]. IN FUNCTIONS f10 AND f11, �z = �x − �o, WHERE �o = {o1, . . . , oN} IS THE SHIFTED GLOBAL

OPTIMUM, AND FOR FUNCTIONS f12 AND f13, �z = M · (�x − �o), WHERE �o = {o1, . . . , oN} IS THE SHIFTED AND ROTATED GLOBAL

OPTIMUM, AND M IS THE LINEAR TRANSFORMATION (ROTATION) MATRIX OBTAINABLE FROM [39]

10 ≤ xi ≤ 1000(i = 4, 5, . . . , 8). The global minimum
value is 7049.3307 at �x = (579.3167, 1359.943,
5110.071, 182.0174, 295.5985, 217.9799, 286.4162, 395.
5979).

3) f18(�x)=x2
1 + x2

2 + x1x2 − 14x1 − 16x2 + (x3 − 10)2
+ 4(x4 − 5)2 + (x5 − 3)2 + 2(x6 − 1)2+5x2

7+7(x8 −
11)2 + 2(x9 − 10)2 + (x10 − 7)2 + 45, subject to
g1(�x)=−105+4x1+5x2−3x7 + 9x8 ≤ 0, g2(�x)=
10x1 − 8x2 − 17x7 + 2x8 ≤ 0, g3(�x) = −8x1 + 2x2 +
5x9 − 2x10 − 12 ≤ 0, g4(�x) = 3(x1 − 2)2 + 4(x2 −
3)2 + 2x2

3 − 7x4 − 120 ≤ 0, g5(�x) = 5x2
1+8x2+(x3 −

6)2 − 2x4 − 40 ≤ 0, g6(�x)=x2
1+2(x2 − 2)2−2x1x2+

14x5 − 6x6 ≤ 0, g7(�x) = 0.5(x1 − 8)2 + 2(x2 − 4)2 +
3x2

5 − x6 − 30 ≤ 0, and g8(�x)=−3x1+6x2+12(x9 −
8)2 − 7x10 ≤ 0, where −10 ≤ xi≤10(i=1, 2, . . . , 10).
The global minimum value is 24.3062091 at �x =
(2.171996, 2.363683, 8.773926, 5.095984, 0.9906548, 1.
430547, 1.321644, 9.828726, 8.280092, 8.375927).

4) f19(�x) = (x1 − 10)2 + 5(x2−12)2+x4
3+3(x4−11)2 +

10x6
5 + 7x2

6 + x4
7 − 4x6x7 − 10x6 − 8x7, subject to

g1(�x) = −127 + 2x2
1 + 3x4

2 + x3 + 4x2
4+ 5x5 ≤ 0,

g2(�x) = −282 + 7x1 + 3x2 + 10x2
3 + x4−x5 ≤ 0,

g3(�x) = −196 + 23x1 + x2
2 + 6x2

6 − 8x7 ≤ 0, and
g4(�x) = 4x2

1 + x2
2 −3x1x2 + 2x2

3 + 5x6 − 11x7 ≤ 0,
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where −10 ≤ xi ≤ 10(i = 1, 2, . . . , 7). The global
minimum value is 680.6300573 at �x = (2.330499, 1.
951372,−0.4775414, 4.365726,−0.6244870, 1.038131,
1.594227).

5) f20(�x) = (exp(x1x2x3x4x5)), subject to h1(�x) = x2
1 +

x2
2 + x2

3 + x2
4 + x2

5 − 10 = 0, h2(�x) = x2x3 − 5x4x5 =
0, and h3(�x) = x3

1 + x3
2 + 1 = 0, where −2.3 ≤

xi ≤ 2.3(i = 1, 2), and −3.2 ≤ xi ≤ 3.2(i = 3, 4, 5).
The global minimum value is 0.0539498 at �x = (−1.
717143, 1.595709, 1.827247,−0.7636413,−0.763645).

C. Algorithms Compared and Their Parametric Setup for the
Unconstrained Optimization Problems

The proposed EHS algorithm is compared with three state-
of-the-art variants of HS called IHS [24], MHS [25], and GHS
[26]. We omit results of the comparison with the classical HS to
save space and also in consideration of the fact that, according
to [24]–[26], GHS, MHS, and IHS perform much better than
the classical HS over most of the benchmark instances. GHS
and IHS use the same HMS = 30. Here, we disallow any kind
of hand tuning of the parameters of the algorithms compared
here over any benchmark problem. Hence, after performing a
series of hand-tuning experiments, for IHS, we choose

HMCR = 0.95 PARmin = 0.35
PARmax = 0.99 bwmin = 1.00e− 06
bwmax = 1/20 · (xmax − xmin)

over all the unconstrained problems, as our preliminary experi-
ments suggest that the IHS with this parametric setup provides
uniformly good results over all the benchmarks presented here.
Similarly, for GHS, we choose PARmin = 0.01, PARmax =
0.99, and HMCR = 0.9. The parameters for the MHS algo-
rithm are set as those in [26], i.e., HMCR = 0.98, PAR = 0.1,
Nhm = 0.1× HMS, Nm1 = 500, and Nm2 = 200.

Finally, for the proposed EHS, following values were se-
lected: HMCR = 0.99, PAR = 0.33 (same as the classical HS),
and bw = k

√
V ar(x) with k = 1.17.

The value of k was selected after a series of hand-tuning
experiments to provide consistently good performance over
all the benchmarks presented here. Section VI-C empirically
investigates the effect of k on the performance of EHS. Our
empirical experiments indicate that like IHS and GHS, EHS
also is not quite sensitive to the choice of HMS, and no single
choice is universally good over a large variety of problems. In
general, HM resembles the short-term memory of a musician
and should be small in size. However, since MHS uses a
comparatively large HMS, we set the HMS for all algorithms to
be equal to 50. This is done primarily to make the comparison
fair enough, so that all HS variants may start from the same
initial population over all the problems, and any difference in
their performance may be attributed to their internal search
operators.

Over the unconstrained optimization problems, we also com-
pare the performance of EHS with that of four state-of-the-
art evolutionary computing algorithms. These competitors are,
respectively, known as LEA (an EA based on level-set evolu-
tion and Latin squares) [47], ALEP (EP with adaptive Lévy
mutation) [48], CPSO-H6 (a hybrid cooperative particle swarm
optimizer) [49], differential evolution (DE) [50], [51], and G3

with PCX (a real coded GA with a generalized generation
gap model and parent-centric recombination) [52]. For these
five algorithms, we employ the best-suited parametric setup as
available from their respective literatures. In the case of DE, we
used the most widely used DE scheme known as DE/rand/1/bin
with scale factor F = 0.5 and crossover rate Cr = 0.9. The
detailed description of these algorithms can be found in the
corresponding references, and we do not reiterate them here for
the sake of space economy.

D. Algorithms Compared on the Constrained
Optimization Problems

Apart from the classical HS, GHS, and IHS, we also compare
the performance of EHS with two state-of-the-art EAs on the
constrained optimization problems f16–f20. The first of these
algorithms is the Runarsson–Yao (RY) [42] algorithm. It is
a recently proposed method and obtains good performance
on constrained optimization problems. The algorithm attempts
to stochastically balance objective and penalty functions, i.e.,
via stochastic ranking, and presents a new view on penalty
function methods in terms of the dominance of penalty and
objective functions. The RY algorithm is used here with the
probability parameter value Pf = 0.475 (for details, see [42]).
The second competitor is a micro-GA (MGA) as a generalized
hill-climbing operator for GA (GA-MGA) [43], which was also
used to optimize the difficult constrained benchmarks. We will
use these existing results for direct comparison in Section VI-B.
In particular, the results for GA-MGA with the (35–35) fitness
allocation scheme is used here, the details of which can be
found in [43]. For testing over the constrained benchmarks, we
keep the same parametric setup for the three HS variants, as
described in Section V-B.

VI. NUMERICAL RESULTS AND DISCUSSIONS

A. Unconstrained Benchmark Functions

The comparative study presented on the unconstrained
benchmarks focuses on the following performance metrics:
1) the quality of the final solution; 2) the convergence speed
[measured in terms of the number of fitness function eval-
uations (FEs)]; and 3) the frequency of hitting the optima.
For unconstrained benchmarks, an asymmetric initialization
procedure was adopted here following [53] and [54].

1) Comparison of the Quality of the Final Solution: To
judge the accuracy of different algorithms, we first let each of
them run for a very long time over every benchmark function,
until the number of FEs exceeds a given upper limit (fixed here
to 4× 105 forN = 50 dimensions). The mean and the standard
deviation (within parentheses) of the best-of-run errors for 50
independent runs of each of the six algorithms are presented in
Table II. Note that the best-of-the-run error corresponds to the
absolute difference between the best-of-the-run value f(�xbest)
and the actual optimum f ∗ of a particular objective function,
i.e., |f(�xbest)− f ∗|. The experiments reported here are for the
number of dimensions N = 50 for functions f1–f15.

A nonparametric statistical test called Wilcoxon’s rank sum
test for independent samples [55], [56] is conducted at the 5%
significance level in order to judge whether the results obtained
with the best performing algorithm differ from the final results
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TABLE II
AVERAGE ERROR AND STANDARD DEVIATION (IN PARENTHESIS) OF THE BEST-OF-RUN SOLUTIONS FOR 50 INDEPENDENT RUNS TESTED ON 15

UNCONSTRAINED BENCHMARK FUNCTIONS, EACH IN N = 50 DIMENSIONS. EACH RUN OF EACH ALGORITHM WAS CONTINUED UP TO 4 × 105 FES

of rest of the competitors in a statistically significant way.
In Table II, the mark † indicates that EHS performs statisti-
cally better than the corresponding algorithm as the P -values
obtained with the rank sum test are less than 0.05 (5% signif-
icance level). On the other hand, the ‡ mark indicates that the
corresponding algorithm is better than EHS.

Table II indicates that EHS performed better than the three
most recently published HS variants over all the 15 benchmark
instances. As revealed by Table II, over 10 out of 15 functions,
EHS alone achieved the mean best final accuracy, beating all
the competitor algorithms in a statistically significant manner
(in 5% significance level). In two cases (f5 and f8), LEA out-
performed EHS, which, however, managed to remain the third
best algorithm (for f5, the second best was DE/rand/1/bin, and
for f8, CPSO-H6 occupied the second rank). DE/rand/1/bin re-
mained another tough competitor of EHS, beating it statistically
over functions f1, f3, and f7. Furthermore, from Table II, we
observe that, out of these three instances, for f7, the differences
of the final accuracy values obtained by EHS and the best

algorithm, i.e., DE/rand/1/bin, are not statistically significant.
CPSO-H6 could beat EHS only in one case corresponding to
function f9. We also note that, in all benchmark instances, the
performance of EHS is statistically superior to the performance
of the three other state-of-the-art variants of HS. Since all the
four HS variants start from the same initial population and
maintained the same HMS, this difference in performance must
be attributed to their internal search mechanisms, a fact that
substantiates the usefulness of the modifications incorporated
in EHS.

The convergence characteristics of the nine algorithms over
eight representative benchmark instances in 50 dimensions have
been shown in Fig. 6 in terms of the error (in logarithmic scale)
of the median run of each algorithm versus the number of FEs.
We omitted plots for all functions to save space and also in
consideration of the fact that they display more or less the
same trend. For the step function f3, characterized by plateaus
and discontinuity, owing to its higher explorative power, EHS
maintained a steady convergence rate right from the start and
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Fig. 6. Progress toward the optimum solution for the median run of nine algorithms over eight unconstrained test functions. (a) Generalized Rosenbrock’s
function (f2). (b) Step function (f2). (c) Generalized Schwefel’s problem 2.26 (f8). (d) Shifted Rastrigin’s function (f11). (e) Shifted and rotated hyperellipsoid
(f12). (f) Shifted and rotated Griewank’s function (f13). (g) Composite function 1 (CF1). (h) Composite function 2 (CF2).

finally finished at the lowest mean error, while the other two
variants of HS showed a much slower convergence.

2) Comparison of the Convergence Speed and Success Rate:
In order to compare the speeds of different algorithms, we select
a threshold value of the error for each benchmark problem. For
functions f1 to f9, this threshold is fixed at 10−5; however,

for more difficult functions (shifted, rotated, and composite)
f10 to f15, the threshold is set to 10−2, in order to give a
fair chance to all the metaheuristics compared. We run each
algorithm on a function and stop as soon as the best error
value determined by the algorithm falls below the predefined
threshold or a maximum number of FEs is exceeded. Then, we
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TABLE III
NUMBER OF SUCCESSFUL RUNS, MEAN NUMBER OF FES, AND STANDARD DEVIATION (IN PARANTHESIS) REQUIRED TO CONVERGE TO THE

THRESHOLD ERROR LIMIT OVER THE SUCCESSFUL RUNS FOR FUNCTIONS f1 TO f15

note the number of FEs the algorithm takes. A lower number
of FEs corresponds to a faster algorithm. Like the previous
experiment (Section VI-A1), the maximum number of FEs for
each function is kept at 4× 105 for all the functions. Table III
reports the number of runs (out of 50) that managed to find the
optimum solution (within the given tolerance) without exceed-
ing the maximum number of FEs, the mean number of FEs,
and standard deviations (within parenthesis) required by the
algorithms to converge within the prescribed threshold value.
Entries marked as 0 indicate that no runs of the corresponding
algorithm converged below the threshold objective function

value without exceeding the upper limit of the number of
FEs. Missing values of standard deviation in these tables also
indicate a zero standard deviation. Table III shows that not only
does EHS yield the most accurate results for nearly all the
benchmark problems, but also it does so consuming the least
amount of computational time. In addition, the number of runs
that converge below a prespecified cutoff value is also greatest
for EHS over most of the benchmark problems covered here.
This indicates the higher robustness (i.e., the ability to produce
similar results over repeated runs on a single problem) of the
algorithm as compared to its other seven competitors.



102 IEEE TRANSACTIONS ON SYSTEMS, MAN, AND CYBERNETICS—PART B: CYBERNETICS, VOL. 41, NO. 1, FEBRUARY 2011

TABLE IV
RESULTS OF THE COMPARATIVE STUDY ON FIVE CONSTRAINED NUMERICAL BENCHMARKS WHERE THE RESULTS FOR THE

RY AND GA-MGA ALGORITHMS ARE OBTAINED FROM [42] AND [43], RESPECTIVELY

B. Results for Constrained Benchmark Functions

To further investigate the performance of the EHS algorithm,
we use the five well-known constrained objective functions
listed in Section V-A. In addition to comparing EHS with the
two state-of-the-art HS variants, we also take into account two
recent EAs—RY [42] and GA-MGA [43]—that were partic-
ularly devised for optimizing constrained objective functions.
The numerical results for RY and GA-MGA have been taken
from [42] and [43], respectively. Since Runarsson and Yao [42]
used a termination criterion of 1750 generations (corresponding
to 350 000 FEs) for the RY algorithm (GA-MGA results were
also reported in [43] for termination criteria of 350 000 FEs)
over the five benchmarks, in order to make the comparison
fair, we compare both the qualities of their final solutions and
the computational cost at the same value. Accordingly, the
termination criterion of the three HS variants is that the quality
of the best solution cannot further be improved in the successive
50 generations for each function. We reported the results for
100 independent runs of EHS, GHS, and IHS with different
random seeds. In each run, the three HS variants start from
the same initial population. The results for the RY and GA-
MGA algorithms are for 30 and 100 independent trials for each

function. Table IV reports the comparative performance of the
five algorithms over the constrained benchmarks in terms of the
following: 1) the mean function value of the n trials (Mean);
2) the best solution in n trials (Best); 3) the worst solution in
the n trials (Worst); 4) the standard deviation of function values
(Std. dev.); 5) the mean number of FEs with corresponding
standard deviations, and 6) the percentage of trials that give
feasible solutions, where n = 100 for EHS, GHS, IHS, and GA-
MGA and n = 30 for the RY algorithm.

A detailed view of Table IV indicates that EHS outperforms
both GHS and IHS on all the problem instances in terms of
all the six metrics we considered. Table IV also compares EHS
with RY. As can be seen, EHS and RY can find the exact global
optimum in all the trials for f16. For functions f17, f18, f19, and
f20, the final solutions of EHS are better than or comparable
to those of RY in terms of the six performance metrics. EHS
gives a smaller standard deviation of the final objective function
values than RY in these cases, and hence, EHS has a more stable
solution quality.

For function f18, the best solution found by RY (24.307)
is better than that by EHS (24.312); however, the mean and
worst solutions obtained with EHS are much better than those
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Fig. 7. Evolution of the expected population variance after HM improvisation process in EHS with selection for different values of k. (a) Sphere model (f1).
(b) Generalized Rastrigin’s function (f5).

Fig. 8. Variation of the overall success rate of EHS with increasing neighborhood size (for four standard 50-D functions). Neighborhood sizes are indicated in
the legend. (a) For step (f3) and sphere (f1) functions. (b) For Griewank (f6) and Ackley’s (f7) functions.

obtained using the RY algorithm. As can be seen from Table IV,
EHS and GA-MGA can find the exact global optimum in all
trials for f16. For functions f17, f18, and f20, the solutions of
EHS are better than those of GA-MGA. In particular, for f17,
the percentage of feasible solutions supplied by GA-MGA is
90%, while that of EHS is 100%. Only in case of function
f19, the best and worst solutions found by GA-MGA and the
standard deviation of the function values were better than EHS,
although both yielded an equal mean value over 100 trials. Note
that the mean number of FEs per independent run of EHS is
about 20 000 to 60 000 for all the functions, whereas that of
RY and GA-MGA is 350 000. Therefore, EHS appears to be
computationally more efficient than these two algorithms, at
least over the test suite used here.

C. Effect of the Parameter k on EHS Performance

The proper selection of the proportionality constant k in
the relation bw = σ(x) = k ·√V ar(x) for EHS affects the
tradeoff between exploitation and exploration. For solving any
given optimization problem, this selection remains an open
problem. Some empirical guidelines may, however, be provided
based on the fact that if the value of k is very high, then
despite the selection, after only a few iterations, the population
variance will increase so much that, due to overexploration, all

the population members will be roaming near the boundary
of the search volume. In that case, the convergence of the
algorithm below a given threshold within a specified number
of generations is nearly impossible. In fact, due to HS-type
selection, it is observed that the best solution of the population
will no longer improve after a few generations if the value of k
is greater than 2.00. Fig. 7 shows the evolution of the expected
population variance over generations for two representatives
from the unconstrained test suite, i.e., functions f1 (unimodal
sphere model) and f5 (generalized Rastrigin’s function), in 30
dimensions, while rest of the functions show a similar trend.
Here, we fix the maximum number of generations at 150 and
observe that the HS population shows a trend of anticonver-
gence behavior due to overexploration for higher values of k.
The graphs show a mean behavior of 50 independent trials over
both functions.

Again, a too small value of k runs the risk of losing the
diversity of the population, as the term within brackets ({((m−
1)/m) · HMCR · (1 + (1/3) · k2 · PAR)}) in (22) may become
much smaller than 1, leading the population variance near
zero after only a few iterations. Our experiments suggest that
the value of k around 0.5–0.6 makes the performance of
EHS comparable to that of the classical HS and inferior to
IHS, MHS, and GHS due to the lack of sufficient explorative
power.
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In Fig. 8, we provide the overall success rate of the EHS al-
gorithm for a k varying from 0.5 to 3.0 over four representative
unconstrained functions f1, f3, f6, and f7 in 50 dimensions. We
again do not iterate through the plots of all the functions to save
space and time and also since they exhibit a similar trend. Since
all the functions have their optima at the origin (0), we plot
the percentage of runs that successfully yielded a final accuracy
value below 10−5 for different k values. Fifty independent
trials were executed in each case on each function. Thorough
experimentation with all the test problems shows that keeping
k around 1.2 (we kept it at 1.17) provides reasonably accurate
results with high success rates over most of the benchmark
problems covered here.

VII. CONCLUSION

This paper has presented a mathematical analysis of the
evolution of population variance for the HS metaheuristic algo-
rithm. The theoretical results indicate that the population vari-
ance of HS can be made to exponentially vary by making the
distance bandwidth of HS proportional to the standard deviation
of the current population. The proportionality constant provides
us an additional control over the explorative power of HS for
fixed values of other control parameters. An attractive property
of the EHS algorithm proposed here is that it does not introduce
any complex operations or additional burdens to the original
simple HS framework in terms of FEs. The only difference from
the original PSO is the way the parameter bw is adapted.

The new EHS algorithm has been compared with the most
recently published HS variants and a few other well-known EAs
and swarm-based algorithms over a testbed of 15 unconstrained
and five constrained numerical benchmarks. The following per-
formance metrics have been used: 1) solution quality; 2) speed
of convergence; and 3) frequency of hitting the optimum. The
EHS algorithm has been shown to always outperform the other
three HS variants over all of the tested problems. Moreover,
EHS has been found to meet or beat a state-of-the-art variant
of PSO (CPSO-H6), two standard real-coded EAs (LEA and
G3 with PCX), and an improved version of EP (ALEP) in a
statistically significant fashion.

Future research should address the issues like theoretically
establishing an optimal range of values for k, which improves
the performance of the algorithm over a wide range of func-
tions. The parameter k may be made time varying or adapted in
such a way that, during the early stages of search, exploration is
emphasized, but during the later stages of search, exploitation is
favored, depending on the nature of the fitness landscape. The
parameter may even be self-adapted so that the algorithm itself
determines the optimal value of k, capturing any special feature
of the problem at hand. Other modifications to the algorithm
leading to better tradeoffs between explorative and exploitative
tendencies should also be investigated both empirically and
theoretically. An analysis of the timing complexity of HS-type
algorithms may also be worth considering in the future.
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